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ABSTRACT
In many settings Web services are now perceived as the first choice technology to provide neatly encapsulated functionality for Web-based computation. To date, many standards have been produced and adoption is accelerating across numerous application domains. This uptake has long been recognized by members of the software agent community with several approaches reported that explore various means of extending the utility of Web services with the autonomous control offered by agents. This paper reports on the recent work of several members of this community to consolidate their approaches into a common specification describing how to seamlessly interconnect FIPA compliant agent systems with W3C compliant Web services. This work has been conducted within the context of the IEEE FIPA Agent and Web Service Integration working group and will be shortly published as a new FIPA specification.

Categories and Subject Descriptors
D.2.1 [Software Engineering]: Requirements/Specifications—software agents, Web services

General Terms
Design, Standardization
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1. INTRODUCTION

This paper reports on the results of preliminary work conducted by members of the IEEE FIPA Agents and Web Services Integration (AWSI) Working Group. This group was formed shortly after the creation of IEEE FIPA with the remit to specify the minimum infrastructure required to facilitate interaction between FIPA compliant agents with W3C compliant Web services. The purpose of this paper is to both inform the community of progress and to elicit comments and feedback before production of the specification proceeds.

The purpose of specifying an infrastructure for integrating these two technologies is to provide a common means of allowing each to discover and invoke instances of the other. One clear benefit of this is that agents can then be used as the orchestrators of dynamically variant Web service compositions, such as those proposed in [12] and [6], all of which are supported by the statement in the Web Services Architecture specification [3] that, "...software agents are the running programs that drive Web services - both to implement them and to access them as computational resources that act on behalf of a person or organization...". Naturally, once the infrastructure for establishing bi-directional connectivity is in place, compositions can also be an amalgamation of Web services and agent services; for example, an agent may act as a synthesized Web service presenting a simple invocable operation to Web service clients that in fact masks a deeper composition behind the agent 'facade' that requires a degree of autonomous indirection.

1.1 Web Service Technology
Web services are now a mainstream technology in common use throughout business environments, both within the enterprise boundary and in B2B and B2C modalities. They essentially encapsulate a simple, coherent set of application or business logic that can be exposed as functional capabilities for invocation by client programs via a Web server. The W3C defines a Web service as, "...a software system designed to support interoperable machine-to-machine interaction over a network..." [3]. In their basic form Web services
have an interface expressed in a machine-processable format, the basic representation being WSDL [4]. Interaction with a Web service typically takes place using SOAP [10] messages, in accordance with the WSDL interface description. SOAP messages consist of an XML serialization conveyed using HTTP. In conjunction with these, UDDI [5] is the directory services schema commonly used to register and discover Web services. During the course of this paper we will refer to this standard Web service technology stack as the WSA stack.

Due to the huge potential complexities involved with developing a specification covering all known Web service technologies and specifications, of which there are many, we have elected to provide support for only this well-known WSA Web service stack. This has the dual effect of keeping the specification simple yet functional to a satisfactory degree, while maintaining some degree of immunity from the moving target created by the stream of WS-* specifications 1.

1.3 Industrial Application

From 1997 until present FIPA has produced a set of specifications [1] describing various aspects related to the lifecycle support of software agents. Quite deliberately, these specifications do not address the form or behavior of agents themselves, which is left to the application designer, but rather focus on communication among agents and middleware support services such as directory management, with the goal of promoting interoperability among agent systems. In terms of inter-agent communication FIPA specifies the FIPA-ACL language which is used to express messages and allows the specific message content to be expressed using different content languages such as FIPA-SL or FIPA-KIF. FIPA-ACL is grounded in speech act theory resulting in typed messages which represent the action, or performative, the message performs. FIPA-ACL defines 22 of these performatives, otherwise known as communicative acts, with some of the most commonly used being inform, request, agree, not understood, and refuse. These capture the essence of most forms of basic communication. It is stated in the FIPA standards that to be fully compliant an agent must be able to receive any FIPA-ACL communicative act message and at the very least respond with a not-understood message if the received message cannot be processed. Additionally, based on these communicative acts FIPA defines a set of interaction protocols, each consisting of a sequence of communicative acts to coordinate multi-message actions, such the contract net for establishing agreements and several types of auctions.

A critical choice to be made by this integration work is which of these performatives should be supported within the context of agent to Web service interactions. As Web service conforming to the WSA stack are essentially invokable remote procedures that may return a response, the minimum subset of performatives would consist of Request and Inform used within the context of the FIPA Request interaction protocol. Section 3 discusses further issues relating to the wider support of FIPA-ACL performatives.

1.2 FIPA Agent Technology

From 1997 until present FIPA has produced a set of specifications [1] describing various aspects related to the lifecycle support of software agents. Quite deliberately, these specifications do not address the form or behavior of agents themselves, which is left to the application designer, but rather focus on communication among agents and middleware support services such as directory management, with the goal of promoting interoperability among agent systems. In terms of inter-agent communication FIPA specifies the FIPA-ACL language which is used to express messages and allows the specific message content to be expressed using different content languages such as FIPA-SL or FIPA-KIF. FIPA-ACL is grounded in speech act theory resulting in typed messages which represent the action, or performative, the message performs. FIPA-ACL defines 22 of these performatives, otherwise known as communicative acts, with some of the most commonly used being inform, request, agree, not understood, and refuse. These capture the essence of most forms of basic communication. It is stated in the FIPA standards that to be fully compliant an agent must be able to receive any FIPA-ACL communicative act message and at the very least respond with a not-understood message if the received message cannot be processed. Additionally, based on these communicative acts FIPA defines a set of interaction protocols, each consisting of a sequence of communicative acts to coordinate multi-message actions, such the contract net for establishing agreements and several types of auctions.

A critical choice to be made by this integration work is which of these performatives should be supported within the context of agent to Web service interactions. As Web service conforming to the WSA stack are essentially invokable remote procedures that may return a response, the minimum subset of performatives would consist of Request and Inform used within the context of the FIPA Request interaction protocol. Section 3 discusses further issues relating to the wider support of FIPA-ACL performatives.

1.3 Industrial Application

Generally speaking, the purpose of standardization is to establish a common technical standard that organizations can use to position a specific approach within the market. In many cases such cooperation is fundamentally necessary to develop a market to the point where competition can take over. Both software agents and Web services now have quite mature standards available; the latter now being commonly exploited by many companies in their day-to-day business. However, some gaps do exist, one of which is a FIPA-specific specification defining how FIPA agents should interact with WSA (and other) Web services.

In this vein, one area of considerable emerging interest to industry at large is the on-demand, dynamic composition of applications from Web (and other types of) services. Building on composition techniques used for such things as creating adaptive business processes (such as WS-BPEL), inter-business collaboration (supply chains), and mass customization, agile application composition offers rapid response to customer and business demands by forming ad-hoc applications from clusters of distributed services, perhaps even owned by multiple parties. Such composite applications require some form of application logic to control service interaction and produce the new, derived functionality. Two examples of extant Web service standards that move toward this are the Web Services Choreography Description Language (WS-CDL) and the Web Services Composite Application Framework (WCAF). However, what the AWSI group is targeting with this work is the enabling of FIPA software agents as independent reasoning engines for service composition. Admittedly, the utility of agents is limited when only considering the standard WSA stack without semantic annotations, but once the basic framework of this specification is in place we expect to extend it to incorporate interfaces for manipulating semantically annotated Web service descriptions.

2. PROPOSED SOLUTIONS

The initial step taken with this work was the solicitation of input from interested parties. The result was the submission of several guidelines and proposals, which are summarized herein. These contributions serve as the source of the requirements identified in Section 4, subject to the evaluation provided in Section 3.

2.1 JADE WSIG

The JADE Web Services Integration Gateway [7], WSIG, is an open source add-on for the FIPA 2000 compliant JADE platform. The WSIG supports registration and discovery of WSA Web services by JADE agents, registration and discovery of JADE Agents and agent services by Web service clients, automatic and bi-directional cross-translation of UDDI directory entries into DF directory entries and vice-versa, invocation of Web services by JADE agents, and invocation of JADE Agent services by Web services.

Shown in Figure 1, the WSIG adds a specialized Gateway Agent to a JADE Main Container which acts as the interface point between the agent system and third party Web service technology including a UDDI repository and Axis Web server. The DF of the hosting JADE agent platform and a third-party UDDI directory expose the standard actions of register, deregister, modify and search. All register, deregister and modify actions performed on either repository are automatically echoed onto the counterpart repository, i.e., if an agent service is de-registered from the platform DF, the
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Figure 1: WSIG Architecture

Gateway Agent will ensure that the corresponding tModel is removed from the UDDI repository. This ensures that the two repositories remain consistent.

The WSIG Gateway Agent is responsible for (1) receiving and translating agent service registrations from the DF into corresponding WSDL descriptions and registering these with the UDDI repository as tModels. This also applies to de-registrations and modifications; (2) receiving and translating Web service operation registrations from the UDDI repository into corresponding ACL descriptions and registering these with the DF. This also applies to de-registrations and modifications; (3) receiving and processing Web service invocation requests received from JADE agents. This includes retrieving the appropriate tModel from the UDDI repository, translating the invocation message into SOAP and sending it to the specified Web service. Any response from the Web service will be translated back into ACL and sent to the originating JADE agent; (4) receiving and processing agent service invocation requests received from Web service clients. Processing includes retrieving the appropriate tModel from the UDDI repository, translating the invocation message into ACL and sending it to the specified agent. Any response from the agent will be translated back into SOAP and sent to the originating Web service.

To invoke a Web service, a JADE agent first seeks its service description in the JADE DF (or otherwise, be provided the description), and then sends an invocation request to the Gateway Agent. To invoke a JADE agent service a Web service first seeks its service description in the UDDI (or otherwise, be provided the description), and then sends an invocation request to the Gateway Agent via the Axis Web server.

The JADE WSIG requires no alteration to existing FIPA of WSA-related specifications.

2.2 DFKI Agent Messaging Framework

Soto [15] at DFKI, Germany, has proposed a mapping between the addressing and messaging schemes in Web services and those in FIPA compliant multiagent systems. Whereas Web services have been widely accepted and are gaining popularity, FIPA compliant agent systems have had limited success in terms of adoption by the industry because of their narrow applicability. The DFKI paper identifies one of the key reasons for this disparity in adoption as the difference in the level of complexity and sophistication between the two technologies. Web services standardize low-level details of communication among simple services, in contrast with FIPA standards, which standardize interactions protocols among intelligent agents in terms of their beliefs and intentions. This paper briefly describes how a particular standard from the Web services stack—the WS-Addressing standard—can be mapped to FIPA messages to achieve an interoperation between WS-compliant entities and FIPA compliant entities. This is a promising effort in a narrow sub-area of agent and Web service compatibility.

Soto points out how Web services in general, and the WS-Addressing standard in particular, base their addressing scheme on the concept of a physical endpoint address, in contrast with the more generic addressing scheme used among FIPA compliant agents based on Agent IDs (AID). The AID-based scheme facilitates the operation of mobile agents without the agents having to deal with changes in endpoint addresses.

Soto identifies the components that should comprise a FIPA Communication Specification Stack, based on components from both the Web Services and the FIPA messaging standards. In this stack, FIPA speech acts are described in an XML schema and are used as SOAP message types. The Web Services Collaboration Description Language (WS-CDL) is then used to describe FIPA interaction protocols in terms of SOAP message exchanges.

The DFKI effort aims to concentrate more on determining how agents can specify their reasoning power and the services they offer.

2.3 OWL-P

OWL [14] for Protocols and Processes [9], OWL-P, has been recommended as a technology that will contribute to software agents’ interaction with Web services and standard Web service technologies. OWL-P provides a framework in which to (1) develop, (2) specify and combine and (3) enact commitment-based protocols. OWL-P components include (1) an OWL ontology to support the specification of protocols elements, (2) a rule-based representation of protocols using [8] for rule expression, (3) an algorithm for combining protocols that is based on an algebra and offers a sound mathematical foundation and (4) an architecture that supports run time activities. These activities include (1) publishing and discovery of protocols (in a UDDI [5] registry), (2) agent incorporation of specific rule sets, and (3) protocol execution through message exchange. A reference implementation of OWL-P makes use of the messaging transport abstraction and uses JMS, together with endpoint bindings that are discovered in the registry. An additional OWL-P feature is provided by its handling of exceptions at the level of commitment violations.

OWL-P may contribute to autonomous software agent-Web service interactions in the cross-cutting area of interactions and protocols. OWL-P can offer both a language and a framework for defining and executing the agent-Web service interactions.

Among the specific contributions cited are: (1) A representation of protocols that may be advertised in the UDDI registry, (2) an algorithm that allows protocols to be combined, thus assisting with the development and execution of complex Web services, and (3) a unified framework in which an agents preferences among variants of the Web service interaction protocols can be specified.

2.4 WS2JADE

WS2JADE [11] is a toolkit which allows JADE agents to
discover Web services and use them. This is developed by Swinburne University of Technology, Australia. WS2JADE addresses the following areas of agent and Web services interoperability:

- communication languages
- ontologies and service descriptions
- interaction protocols and composition languages

A symmetric integration of Web services and FIPA compliant agent platforms has been proposed by the Agentcities Web Services Working Group [2] as a high-level architectural recommendation. There have been a few implementations following this recommendation. WSDL2JADE [17], available from Sztaki’s website\(^7\), can generate agent ontologies and agent code from a WSDL file. The distinctive feature of WSDL2JADE, as compared to other software with similar functionality, is that it allows deployment of Web services as JADE agents at runtime. In this manner, it provides a greater level of automation in Web service discovery and usage.

WSIG (Web Services Integration Gateway) [7], implemented by Whitestein Technologies, supports bi-directional integration of Web services and JADE (Java Agent DEvelopment framework) agents.

In WS2JADE, Web services are visible to FIPA compliant agents through proxy agents which reside in WS2JADE system. Web services are seen by FIPA compliant agents as agent services offered by the proxy agents. The mapping from Web services to proxy agents is many to many. Since in JADE, an agent is often single-threaded, offering the same Web services on different proxy agents allows concurrent accesses to a Web service. Offering more than one Web service on a proxy agent allows related Web services to be grouped together. In WS2JADE, Web services discovery is done through UDDI proxy agents. These agents support special discovery services which can be configured to proxy to any UDDI version 2 servers, including Microsoft and IBM UDDI query servers.

Although WS2JADE has demonstrated its effectiveness in working with popular Web services, there are areas—for instance, one-way integration—where it can be improved upon. At the moment there is a reluctance toward any agent to Web services implementation as there is still a lack of substantial theoretical work on the topic of agent to Web service integration, especially in the areas of translating agents’ stateful communication model into Web services’ stateless communication model and building asynchronous interaction framework for Web services. This is a subject of on-going research with current and future work also involving improvements to the semantic processing capability of WS2JADE’s ontology management component.

### 2.5 AgentWeb Gateway

The AgentWeb Gateway [13] is an initiative toward achieving dynamic and seamless integration of FIPA compliant software agents and WSA compliant Web services. The Gateway is a middleware layer between the multi agent system and Web services facilitating integration without requiring alteration to existing specifications. The system provides Service Discovery transformation, Service Description transformation and Communication Protocol transformation. The Gateway is shown in Figure 2.

![AgentWeb Gateway Architecture](image)

The Service Discovery converter enables FIPA agents and Web services to search for one another. Software agents can discover Web services via UDDI registries and conversely. Web service clients can perform searches for agents and agent services from agent registries such as the FIPA DF. Specifically, the ‘UDDI search query to DF search query converter’ enables the discovery of Agent platforms by Web service clients via the DF. The ‘DF search query to UDDI search query converter’ enables the discovery of Web service platforms by software agents via UDDI.

The Service Description converter enables service publishing among Software Agents and Web services. Software Agents can publish services in Web Services registries such as UDDI and Web Services can be published in Multi Agent Systems service registries such as the FIPA DF. Specifically, the ‘WSDL to DF-Agent-Description converter’ enables Web services to publish their services in the DF of Agent Platform, and the ‘DF-Agent-Description to WSDL converter’ enables Software Agents to publish their services in the UDDI of a Web services platform.

The Communication Protocol converter component enables service invocation among software agents and Web services. Software agents can invoke Web services and Web service clients can invoke software agents in Multi Agent Systems. Specifically, the ‘SOAP to ACL converter’ enables Web service clients to invoke Software Agents, and the ‘ACL to SOAP converter’ enables Software Agents to invoke Web services.

This approach is supported by a mature codebase and has an application layer designed for use with the Semantic Grid Framework.

### 2.6 JBees

JBees [16] is a workflow management system developed at the University of Otago. The central concept of JBees is the use of agents to manage resources involved in the enactment of a distributed workflow to enable adaptability and distributability.

JBees uses Colored Petri Nets (CPNs) to model workflows and utilizes agents to distribute tasks in the workflow. Adaptability is achieved via dynamic process creation, i.e., by instantiating tasks in the workflow as needed, so that tasks can be instantiated based on the latest model, thus incorporating process model changes at runtime.

---

\(^7\)sas.ilab.sztaki.hu:8080/wsd2agent/index.html
JBees uses CPNs for modeling workflows, since CPNs have formal semantics which can define executions unambiguously. JFern, a CPN simulator is used in the JBees system to design and execute the CPN models. The JBees framework consists of several types of agents, each with specific tasks. There are management agents which provide an interface to humans for managing processes, storage agents that manage the storage of persistent data such as the process models themselves, process agents that execute one particular instance of a process, resource agents, each of which is the interface for some resource that will be used during a process, resource broker agents that manage resources and resolve contention for resources, monitor agents that gather system data, and control agents that provide the feedback mechanism which gathers data that a human operator can use to re-engineer the process if needed. It is this division of tasks among agents that enables adaptability. The distribution facilitates replication of data and functionality so that the system does not have a central point of failure.

3. EVALUATION

Taken as a whole, the proposals cover a range of pertinent issues and supporting technologies that are primarily focused on the integration of FIPA compliant software agents and the WSA stack.

The offered proposals respectively present, either implicitly or explicitly, a viewpoint regarding the interaction and interoperability of Web services and software agents. The DFKI response explicitly raises the issue that suggested mappings may "require a comparison of semantics involved (in both scenarios), the effects any divergence may have and a proposal of how to cope with any divergence". The proposal from Whitestein Technologies advances the need for an Interaction Model that "details the relationship between FIPA compliant agents (and agent systems) and Web services" to reside at the core of the standardization effort.

With the caveat that there are likely semantic mis-matches between various aspects of the Web service and software agent paradigms, the proposals focus on specific areas that should be addressed for standardization. Proposal discussions are typically detailed and comprehensive in the technology areas that the proposers are either offering or with which they have experience.

There is a strong consensus among the participants that SOAP messages and FIPA ACL message translations should be standardized. The DFKI proposal relates specific experience in translating FIPA Envelope Message to WSAAddressing protocols. This is stated more specifically from the University of Otago proposal's call for message translations and "standardization of support for different transport protocols (HTTP, SMTP, JMS etc.)." A Gateway technology is proposed by multiple groups; this has been detailed in the summary section.

A second area of consensus is in regards to the standardization of Interaction protocols. The scope of proposed standardization and the supporting technologies indicate that this area is quite active. The standardization of Interaction protocols include, (1) standardization of message exchange patterns, and (2) standardization of a protocol library from which specific protocols may be composed. This is supported by the technology OWL-P, which was summarized in a previous section. Composition is supported mathematically by a protocol (process) algebra formulation. The scope of OWL-P supports (social) commitments, which is beyond the semantic scope of WSA Web services.

Interaction protocol standardization was addressed from the viewpoint of which types of interactions should be standardized. These include (1) the interactions for Web Service Composition, both Orchestration and Choreography, (2) interactions to support advertisement and Web-service discovery. Within the first area, the proposal from the group at the University of Otago has proposed that Colored Petri Nets mathematics be used as for the formulation. They are utilizing this in their workflow technology, JBees. The proposals that focused on standardization of Interaction protocols supported by technologies clearly stated the underlying mathematics. This is necessary to support protocol verification and error handling.

While not the focal point of the current AWSI standardization activity, multiple responders noted a connection with the Semantic Web technologies. Of course, OWL-P technology was developed as an extension to OWL (and employs SWRL). However, some attention was given to development of standards for semantically richer advertisements. OWL was proposed as the technology to use in order to express the richer service details. The advertisements would be accessible (perhaps by indirect) via a UDDI registry.

After an assessment of the proposals taken as a group, the following remarks are pertinent.

1. The first priority as regards standardization is to address the FIPA ACL to SOAP (and vice versa) translations.
2. Standardization in use of various transport mechanisms would be of great immediate benefit in supporting the interaction of agent systems and Web services.
3. Interaction protocols for the purpose of agent interaction with Web services (and vice versa) are the second primary area that should be addressed by a standardization effort. This area is more complex than the area of message translation.
4. Interaction protocol standardization must be supported by an underlying mathematical model.
5. Complexities are introduced into the standardization effort due to the different semantic levels of the different paradigms. These may be reflected in translations and error handling.
6. Agent technology capabilities may prove to be a significant implementation approach to address service discovery, choreography and orchestration within the world of Web service technologies.

4. DERIVED REQUIREMENTS

The central issue addressed by this work is an assessment of architectural additions and modifications to the FIPA standards that are required to enable seamless interoperability between FIPA compliant agents and WSA technologies.
Another important requirement of this work is to avoid modifications to FIPA standards. This section lists functional and non-functional requirements for FIPA-WSA interoperability, identifies requirements among these that are fulfilled by existing FIPA standards, and suggests new mechanisms for meeting requirements that are not met by FIPA standards.

4.1 Non-Functional Requirements
The chief non-functional requirement of the AWSI, as was proposed in the initial submission to FIPA, is that there be no impact of the AWSI standards development effort on existing FIPA specifications. This requirement clearly identifies the task of the AWSI working group, differentiating it from the core FIPA specification development body.

All of the proposals submitted to the AWSI meet this requirement. Even proposals such as OWL-P, which have been developed independent of FIPA specifications, do not require any modification of existing FIPA specifications.

4.2 Functional Requirements
During the initial phase of this work, a set of requirements was drawn which characterize what should be expected from a specification detailing the interoperation of FIPA compliant agents. These mandatory requirements are listed here.

*Discovery.* FIPA compliant agents and Web Services need to be able to find the location, communication method, and services offered by each other for them to interoperate. For FIPA compliant agents to discover Web Services (and vice versa), the following requirements should be fulfilled:

1. Translation of WSDL Web Service descriptions into FIPA Agent Service descriptions should be possible.
2. Translation of FIPA Agent Service descriptions to WSDL Web Service descriptions should be possible.
3. FIPA compliant agents should be able to discover Web Services published via UDDI.
4. Web Services should be able to discover agent service descriptions for those FIPA compliant agents that are designed to interoperate with Web Services.

The FIPA Agent Discovery Service Specification (PC00095A) describes the FIPA framework for the registration, advertisement, and discovery of FIPA compliant agents. At its core, the FIPA specification describes a Directory Facilitator (DF) per agent platform. The DF is where FIPA compliant agents register themselves (along with a description of services they offer). There is also an Agent Discovery Service (ADS) element per agent platform. The ADS facilitates discovery of agents across platforms.

The WS2JADE and AgentWeb Gateway technologies both address the service and agent discovery issue. Both are examples of how Web Services and FIPA compliant agents can discover each other without necessitating a change in the FIPA specifications.

*Messaging and Invocation.* For FIPA compliant agents to be able to send messages to and receive messages from Web services, the addressing scheme and message formats of both schemes should be mapped to each other.

1. Translation of FIPA ACL messages into SOAP messages should be possible.
2. Translation of SOAP messages into FIPA ACL messages should be possible.
3. All invocation requests received and sent by FIPA compliant agents from and to Web Services should be encoded as FIPA-Request messages (within the agent system).
4. All responses received and sent by FIPA compliant agents from and to Web Services should be encoded as FIPA-Inform messages (within the agent system).

The FIPA specifications for Agent Communication describe the structure of ACL messages, the communicative acts and their semantics, and the content languages allowed. While content languages are not in the scope of our work, a mapping from communicative acts to SOAP messages is.

We propose that the minimum requirement for interoperation between FIPA compliant agents and Web Services is that service invocation requests are mapped to the FIPA-Request act and the responses to this request are mapped to the FIPA-Inform act.

*Interaction.* Whereas messaging and addressing requirements enable communication between FIPA compliant agents and Web Services, a well developed interaction model specifying conversations or long-lived engagements between agents and services is required, as described in Section 3.

FIPA has standardized a library of agent interaction protocols such as the Contract Net Protocol and the Dutch Auction Protocol. Each protocol is described in a UML notation, with ACL messages exchanged between the participants of the protocol.

The development of an interaction model between Web Services and FIPA compliant agents would be based on how ACL messages are mapped to Web Services, which have rudimentary support for performatives in messages at best.

*Optional Requirements.* The AWSI standards will have the following optional requirements:

- The specification should demonstrate how business process languages (such as WS4BPEL) can be used by FIPA compliant agents to construct and execute business processes.
- The specifications should describe extensions to the interaction model specifying the relationships between FIPA compliant agents and Semantic Web Services.

The AWSI working group aims to develop specifications for an interface between FIPA compliant agents and Web Services, not modifications to FIPA standards. This position is justified by the intent with which the two technologies were developed. Whereas the FIPA specifications describe how agents and agent systems interact with each other, the Web Services stack standards were developed with a much more generic goal of enabling interoperability and information exchange among software components across the Web. Changing either technology by modifying existing parts would erode their best aspects.
5. CONCLUSIONS

As illustrated by the popular 'mash-up' Web sites of the Web 2.0 initiative, it is now increasingly common for developers to construct composite applications from simpler, readily available building blocks. This, and the growing presence of service-oriented architectures in many business and industrial systems are direct indicators that the long forecast move toward network and service oriented computing is well underway. It is against this backdrop that the IEEE FIPA AWSI working group was formed with the mandate to produce a FIPA specification dealing with integration of FIPA compliant agents and Web service technologies.

An important issue underlying this work is whether there is sufficient value in introducing new FIPA specifications at a time when FIPA has yet to build a broad adoption base in industry. The view taken by the participants of this working group is that the presence of new, key specifications such as the forthcoming AWSI Specification are of significance in light of this trend toward service and application composition. It is hoped that by specifying straightforward mechanisms enabling agent and Web service integration we will assist with promoting FIPA and agent systems as technologies that can offer a competitive advantage to businesses. If it is true that application composition is a desirable path forward, then this specification work may just help to position agent technology within the crosshairs of industrial adopters.

The first critical task in producing the AWSI specification is gathering requirements, which has been dealt with in this paper. It is our hope that addressing this paper to the audience of the AAMAS Industrial Track will provoke a dialogue to help clarify these derived requirements before proceeding to the next phase of completing the AWSI Specification.
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